Using Variation Theory as a Guiding Principle in an OOP Assisted Syntax Correction Learning System
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Abstract—Object-oriented programming skill is important for the software professionals. It has become a mandatory course in information science and computer engineering departments of universities. However, it is hard for novice learners to understand the syntax and semantics of the language while learning object-oriented programming, and that makes them feel frustrated. The purpose of this study is to build an object-oriented programming assistant system that gives syntax error feedback based on the variation theory. We established the syntax correction module on the basis of the Virtual Teaching Assistant (VTA). While compiling codes, the system will display syntax errors, if any, with feedbacks that are designed according to the variation theory in different levels (the generation, contrast, separation, and fusion levels) to help them correcting the errors. The experiment design of this study splits the participants, who are university freshmen, into two groups by the S-type method based on the result of a mid-term test. The learning performances and questionnaires were used for surveying, followed by in-depth interviews, to evaluate the feasibility of the proposed assistant system. The findings indicate that the learners in the experimental group achieved better learning outcomes than their counterparts in the control group. This can also prove that the strategy of using the variation theory in implementing feedback for object-oriented programming is effective.
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1 Introduction

Object-Oriented Programming (OOP) is a programming paradigm. An object is a collection of classes. It uses objects as the basic unit of a program and encapsulates programs and data in it to improve software reusability, flexibility, and scalability. Object-oriented programming can be thought of as the idea of including a variety of
independent and mutually invoking objects in a program. This is the opposite of traditional thinking: traditional programming advocates treating programs as a collection of functions, or a series of instructions given to the computer. The design of OOP is based on the objects to be processed by a program and emphasizes that the cooperation between various independent components is required to solve problems [1]. For novice learners, understanding the concepts of OOP can be challenging. Previous studies on OOP learning have revealed that when beginning to learn programming, students often do not fully understand the concepts of programming, are unfamiliar with programming languages (particularly programming syntax and statements), experience misconceptions about different concepts, and thus feel discouraged [2-6]. Some researchers have indicated that students often do not understand some concepts such as recursive [7], function [8] or other basic OOP conceptions such as class, object, interaction, inheritance, and polymorphism [9-13].

Originated from phenomenography [14], variation theory states that people often experience changes before engaging in learning; in other words, people learn new concepts by distinguishing between phenomena or concepts and by comparing their current and past experiences. Based on this theory, four methods can be applied: generation, contrast, separation, and fusion. Many researchers have claimed that variation theory helps students clarify their misconceptions or fuzzy concepts. Variation theory has been shown to be an effective and feasible teaching strategy [14-17].

To help the OOP beginners who do not fully understand programming syntax, semantics, and statements and consequently become frustrated, this study used variation theory to establish an OOP-based syntax correction system. Accordingly, students can use this system to practice writing C++ object-oriented programs and compiling source codes. In addition, when students must debug their programs, this syntax correction system can help them correct syntax errors in accordance with variation theory.

2 Literature Review

Variation theory is an instructional theory that primarily intends to identify particular ways of understanding things [18]. According to variation theory, experiencing changes facilitates initiating the process of beginning [14][19]. In other words, people learn new concepts by distinguishing between different phenomena or concepts. Variation theory has been applied to several different topics, such as economic supply and demand for primary and high school students [20], chemical engineering [21-22], classical physics for freshman physics students [21][23], and fluid mechanics for engineering students [24].

Variation theory was derived from phenomenography [14]. The purpose of phenomenography is to examine how people perceive an identical phenomenon differently. To perceive or experience a phenomenon, a person must undergo three processes: discernment, variation, and simultaneity [25-27]. Discernment is the ability of a person to distinguish some characteristics of an object from other characteristics of the object. Variation means that after experiencing changes in an entity, a person can
detect critical features of the entity. Simultaneity means that a person simultaneously experiences changes in several critical characteristics of an event or entity.

Such perception processes can contribute towards understanding how students learn. According to variation theory, differences and changes initiate cognition. For students to learn new knowledge, they must pay attention to differences between dissimilar events or objects. Stepans [28] proposed a conceptual change model, which states that students should be aware of the differences between their own concepts and other concepts. In other words, when certain dimensions of an entity remain constant while its other dimensions change, these changes in the dimensions will be detected. A complete variation theory must comprise four variation models: generation, contrast, separation, and fusion [29-30], as listed in ascending order of difficulty.

2.1 Generation

To understand the universality of an entity, people must experience the entity in various situations. To learn a new concept, students are required to detect the common features of several examples related to the concept.

2.2 Contrast

To understand an entity clearly, people must contrast the entity with other entities. Concretely speaking, if a person wishes to understand X, the person must also understand non-X events.

2.3 Separation

To discern some characteristics of an entity, people must experience the changes of the entity in some respects while other aspects of the entity remain unchanged. Accordingly, students should consider various solutions to a problem or various explanations for a phenomenon.

2.4 Fusion

When several factors that influence an entity are considered, changes in several critical characteristics of the entity must often be performed and detected. For example, to teach elementary school students a new word, a teacher must associate the shape of the word with the sound and meaning of the word and simultaneously manipulate the shape, sound, and meaning of the word. Variation theory can help students clarify their misconceptions or uncertain concepts and can be used to develop an effective and feasible teaching strategy. Previously, variation theory has been applied in conventional programming teaching. Suhonen, et al. [31] applied variation theory to teach heterogeneous students and to highlight the varying characteristics and conceptual implications of programming; the results indicated that variation theory was an effective method for presenting the critical
characteristics of programming and for helping students learn core programming concepts. Thuné, and Eckerdal [32] applied variation theory to identify the programming learning pattern of university students and to help them solve their problems with learning programming. Thota and Whitfield [33] applied variation theory and constructivism to help students learn OOP effectively and resulted in desirable learning outcomes.

Eckerdal and Thuné [34] used variation theory to assist first-year university students in distinguishing the concepts of object and class in OOP. The said scholars indicated that an “object” in OOP can be considered as an active component of a program or a phenomenon module, whereas a “class” can be considered as a template for a set of source codes, an object attribute, or a phenomenon. Moreover, they used variation theory based on phenomenography to teach students how object differed from class. In this manner, students effectively learned how to distinguish between the two entities. According to aforementioned studies, variation theory is an effective and feasible method for teaching traditional programming design and OOP.

3 Methods

Programming beginners often do not fully understand programming concepts, particularly the uses of syntax or statements, during OOP learning and thus become frustrated [35-36]. In this study, we used variation theory to establish an Internet OOP-learning environment to help students correctly understand programming syntax and concepts during OOP design.

In accordance with our strategy, students were requested to write an object-oriented program. Figure 1 shows the procedure of preliminary syntax correction that was employed in this study. If compilation errors occurred, the OOP syntax correction system would guide students to correct their errors. When the students modified and compiled their source codes, the syntax correction system would provide adequate feedback to the students in accordance with variation theory.

We established the syntax correction module on the basis of the Virtual Teaching Assistant (VTA) proposed by Chou et al. [37] to help students debug programs. The empirical results verified the feasibility of the VTA. In the present study, we simplified the VTA, integrated it with variation theory, and used the syntax errors database and the syntax correction database to teach programming, as shown in Figure 2.
As illustrated, hint 1 points out the error locations and types according to the base compiler. Hint 2 starts the variation theory correction process. When students repeatedly encounter the same program error, the system will provide the easy-to-challenging feedbacks step by step. Figure 3 illustrates a programming example of access errors in a private area. The errors occurred because an object mistakenly called a member function in the private area. In C++, if data members or member functions of a particular class are confined to a private area, then these members can only be accessed through member functions of the same class.

On the basis of this example, teaching materials related to syntax correction for the four variation models in variation theory are described as follows:
Fig. 2. Correction Process of the proposed framework

**Level 1—The generation model**
In the syntax correction system, the generation model enumerates two to three examples that are similar to the aforementioned example related to access errors in a private area. Accordingly, students can understand their programming errors by observing these examples.

**Level 2—The contrast model**
Under the contrast model, if access errors in a private area are being shown as an example, then the correct answer being taught should be that data members should be
confined to a public area. According to variation theory, to teach students what a public area is, a teacher should demonstrate to them what a nonpublic (private) area is. Students should learn similarities and differences between members in a private area and those in a public area to understand why related programming errors occur.

**Level 3—The separation model**

To use access errors in a private area as an example, the syntax correction system provides two to three relevant correct programs to students. Accordingly, the students can experience the changes in the erroneous programs (changes from incorrect to correct programs), compare them with the correct programs, and learn how to write correct programs.

**Level 4—The fusion model**

To use access errors in a private area as an example, the syntax correction system provides a program that contains both the correct and incorrect source codes. After students examine the aforementioned three types of teaching material and can identify the characteristics of an entity, they further integrate all the characteristics of the entity under the same scenario. Accordingly, the students can fully and correctly understand programming syntax.

```cpp
#include <iostream>
using namespace std;

class Circle
{private:
  double radius;
  double Area();
};
double Circle::Area()
{
  return radius * radius * 3.14;
}

int main()
{
  Circle C1;
  cout << "Area of Circle C1 is " << C1.Area();
  return 0;
}
```

---

**Fig. 3.** A programming example of access errors in a private area
4 Experimental Design

4.1 Participants

A total of 90 students that attended the compulsory programming course provided by the department of engineering science at National Cheng Kung University were recruited in this study (45 students in the experimental group and 45 students in the control group). The students who withdrew from the course or were absent from experimental activities were exclude from this study. Therefore, for the first experiment (Experiment 1: Object and Class), the control group comprised 42 students and the experimental group comprised 40 students. For the second experiment (Experiment 2: Inheritance), the control group comprised 41 students and the experimental group comprised 40 students.

4.2 Experimental design

To examine whether the “variation-theory and OOP syntax-correction integration system” developed in the present study effectively helped students learn OOP, experimental activities, interviews, and a questionnaire survey were conducted after the various modules for this system were constructed.

In this study, we applied an S-grouping method and assigned students to the experimental or control group in accordance with their midterm examination results. Accordingly, the two groups of students had the same level of prior knowledge about programming. Figure 4 illustrates the experimental framework of this study. When programming errors occurred, the syntax correction module for the control group presented Hint 1 to the students and informed them of error locations and types. If the students still could not debug the incorrect syntax, then the syntax correction module presented Hint 2 to the students and provided the students with the base compiler information (Microsoft Visual C++) to help them modify the incorrect syntax.
4.3 Experimental procedures

Before conducting formal experiments, we performed preparation tasks such as contacting the participating students, collecting the student information, and grouping the students. In this study, we conducted two experiments. After explaining the experimental procedures to the students, we asked them to complete a test on a computer. During Experiment 2, the students completed a questionnaire after receiving a test. After the two experiments were completed, some students from the experimental and control groups were interviewed according to the phenomena observed in the experiments.

4.4 Research instruments

The research instruments in this study comprised a prior knowledge test, an OOP syntax correction system, a syntax correction test, and a questionnaire regarding the use of the syntax correction system that incorporated variation theory:

- **The prior knowledge test:** In this study, the first midterm test of the programming course provided by the department of engineering science at National Cheng Kung University was used as the prior knowledge test. The scope of this test involved control procedures, functions, arrays, indexes, and strings. The test results were used to assess the prior knowledge of the participants in this study.

- **The OOP syntax correction system:** The OOP syntax correction system provided an Internet learning environment, enabling students to use this system to write a C++ OOP program. Additionally, when programming errors occurred, the system presented hints and the syntax correction modules helped the students debug their programs.

- **The syntax correction test:** The syntax correction test was used to examine whether the OOP syntax correction system effectively enhanced students’ learning performance. Two experiments were conducted in this study. The scope of the test in Experiment 1 was object and class; the scope of the test in Experiment 2 was inheritance. In accordance with the scopes of the tests, several questions about programming were presented in the tests. The computer tests used in the experiments served as the syntax correction tests. The test questions and scoring methods were fabricated by teachers and experts who were experienced in OOP teaching; hence, the test questions and scoring methods possessed adequate expert validity. The test results were used to assess the students’ learning performance.

5 Experimental Results

5.1 Learning performance

A total of 90 students were recruited in the experimental activities. Some students withdrew or were absent from the experimental activities; thus, the valid sample size was 82 for Experiment 1 and 81 for Experiment 2. In this study, a one-way ANOVA
was performed to test whether a significant difference in variance existed between the experimental and control groups. The significance level was set as .05.

Prior to the formal experiments, a Levene’s homogeneity test of variances was performed to examine the homogeneity of variances between the experimental and control groups. The results showed that no significant difference in variances existed between the two groups (p=.891 and p=.976). Therefore, the homogeneity assumption was confirmed.

Table 1. One-way ANOVA; Learning Performance

<table>
<thead>
<tr>
<th></th>
<th>Sum of Squares</th>
<th>df</th>
<th>Mean Squares</th>
<th>F</th>
<th>Sig.</th>
</tr>
</thead>
<tbody>
<tr>
<td>E_1</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Between Groups</td>
<td>4842.4</td>
<td>1</td>
<td>4842.4</td>
<td>4.255</td>
<td>0.042*</td>
</tr>
<tr>
<td>Within Groups</td>
<td>91054.0</td>
<td>80</td>
<td>1138.2</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Total</td>
<td>95896.5</td>
<td>81</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>E_2</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Between Groups</td>
<td>4240.4</td>
<td>1</td>
<td>4240.4</td>
<td>4.165</td>
<td>0.045*</td>
</tr>
<tr>
<td>Within Groups</td>
<td>80420.9</td>
<td>79</td>
<td>80420.9</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Total</td>
<td>84661.3</td>
<td>80</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

*P< 0.05

Table 2. Mean and standard deviation of the Questionnaire

<table>
<thead>
<tr>
<th>No.</th>
<th>Effective Samples</th>
<th>Mean</th>
<th>Standard Deviation</th>
</tr>
</thead>
<tbody>
<tr>
<td>Generation model</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>#1</td>
<td>40</td>
<td>3.58</td>
<td>.675</td>
</tr>
<tr>
<td>#2</td>
<td>40</td>
<td>3.40</td>
<td>.709</td>
</tr>
<tr>
<td>#3</td>
<td>40</td>
<td>3.45</td>
<td>.749</td>
</tr>
<tr>
<td>Contrast model</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>#4</td>
<td>40</td>
<td>4.03</td>
<td>.480</td>
</tr>
<tr>
<td>#5</td>
<td>40</td>
<td>3.75</td>
<td>.588</td>
</tr>
<tr>
<td>Separation model</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>#6</td>
<td>40</td>
<td>3.85</td>
<td>.662</td>
</tr>
<tr>
<td>#7</td>
<td>40</td>
<td>3.65</td>
<td>.802</td>
</tr>
<tr>
<td>Fusion model</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>#8</td>
<td>40</td>
<td>3.70</td>
<td>.648</td>
</tr>
<tr>
<td>#9</td>
<td>40</td>
<td>3.63</td>
<td>.740</td>
</tr>
<tr>
<td>Overall experience</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>#10</td>
<td>40</td>
<td>3.65</td>
<td>.622</td>
</tr>
<tr>
<td>#11</td>
<td>40</td>
<td>3.50</td>
<td>.716</td>
</tr>
<tr>
<td>#12</td>
<td>40</td>
<td>3.78</td>
<td>.660</td>
</tr>
</tbody>
</table>

As shown in Table 1, a one-way ANOVA analysis was performed to assess whether a significant difference in learning performance existed between the experimental and control groups. For Experiments 1 and 2, the results attained statistical significance (F (1,80) = 4.255, p < 0.042 for Experiment 1; F (1,79) = 4.165, p < 0.045 for Experiment 2). Therefore, the learning performance of the students who used the OOP syntax correction system that incorporated variation theory was superior to that of the students who used the OOP syntax correction system that did not incorporate variation theory.
Table 3. Subjects’ Assessment for the Generation Model

<table>
<thead>
<tr>
<th>Item</th>
<th>SA.</th>
<th>A.</th>
<th>N.</th>
<th>D.</th>
<th>SD.</th>
<th>Avg.</th>
</tr>
</thead>
<tbody>
<tr>
<td>The feedback of the system provides 2-3 “programming examples with the same errors” as a reference can help me to identify the errors and locations.</td>
<td>2, 5%</td>
<td>21, 52.5%</td>
<td>15, 37.5%</td>
<td>2, 5%</td>
<td>0, 0%</td>
<td>3.65</td>
</tr>
<tr>
<td>The feedback of the system provides 2-3 “programming examples with the same errors” as a reference can help me to clarify the programming syntax.</td>
<td>1, 2.5%</td>
<td>18, 45%</td>
<td>17, 42.5%</td>
<td>4, 10%</td>
<td>0, 0%</td>
<td>3.45</td>
</tr>
<tr>
<td>I can identify the same error type while encountering the same syntax error in the next time.</td>
<td>2, 5%</td>
<td>18, 45%</td>
<td>16, 40%</td>
<td>4, 10%</td>
<td>0, 0%</td>
<td>3.45</td>
</tr>
</tbody>
</table>

5.2 Questionnaire survey

The questionnaire survey was administered to the experimental group to examine their opinions and suggestions about the use of the variation-theory and syntax-correction system and how the four models of variation theory helped them debug their programs. Table 2 displays the survey results. Most of the students in the experimental group agreed for the three items regarding overall experience (the mean scores were 3.65, 3.50, and 3.78). In addition, most students agreed for the corrective feedback provided by the four models of variation theory. Particularly, the largest number of students considered that the contrast model was most helpful (the mean scores were 4.03 and 3.75), followed by the separation model (the mean values were 3.85 and 3.65), the fusion model (the mean scores were 3.70 and 3.63), and the generation model (the mean scores were 3.58, 3.40, and 3.45). Further details about the survey results related to the four models and overall experience are provided as follows.

The generation model: As shown in Table 3, for Item 1, 57.5% of the students in the experimental group considered the generation model helpful for identifying programming errors; 42.5% of the students had no comments or showed disagreement. For Item 2, 47.5% of the students considered the generation model helpful for clarifying programming syntax concepts; 52.5% of the students had no comments or showed disagreement. For Item 3, 50% of the students considered the generation model helpful for identifying identical programming syntax errors in other programs; 50% of the students had no comments or showed disagreement.

The contrast model: As shown in Table 4, for Item 4, 90% of the students in the experimental group considered the contrast model helpful for understanding why programming errors occurred; 10% of the students had no comments. For Item 5, 72.5% of the students agreed that the contrast model was helpful for clarifying programming syntax concepts; 27.5% of the students had no comments or disagreed.

The separation model: As shown in Table 5, for Item 6, 70% of the students in the experimental group agreed that the comparison between correct and incorrect programs helped them understand correct programming syntax; 30% of the students had no comments or disagreed. For Item 7, 65% of the students considered the com-
parison between correct and incorrect programs helpful for analysing programming errors; 35% of the students had no comments or showed disagreement.

**The fusion model:** As shown in Table 6, for Item 8, 65% of the students in the experimental group agreed that the fusion model helped them fully understand incorrect programming syntax and conduct correction; 35% of the students had no comments or disagreed. For Item 9, 57% of the students agreed that the fusion model helped them fully understand correct programming syntax; 43% of the students had no comments or disagreed.

**Overall experience:** Table 7 shows how the experimental group perceived the variation-theory and syntax-correction system. Regarding Item 10, 27 students (67.5%) agreed that the feedback information provided by the system helped them clarify fuzzy syntax concepts and correctly understand programming syntax. For Item 11, 23 students (57.5%) agreed that how the system gradually provides feedback helped them profoundly understand programming syntax. For Item 12, 30 students (75%) agreed that the feedback information provided by the system helped them to correct programming syntax errors.

![Fig. 5. The mean score of the two tests completed by students in the experimental and control group](http://www.i-jet.org)

### 6 Discussion

During the experimental processes, we observed numerous phenomena. Interviews were administered to some students who participated in the experiments regarding these phenomena. This section also addresses how the OOP syntax correction system influenced the students and how the variation-theory corrective feedback influenced the students.

#### 6.1 The influence of the OOP syntax correction system on the students

First, in accordance with the prior knowledge test results (the first midterm test results), the students were divided into three groups: the high, medium, and low achievement groups. The high achievement group comprised the students in the first score quartile; the medium achievement group comprised the students in the second and third score quartiles; the low achievement group comprised the students in the
fourth score quartile. Figure 5 displays the mean score of the two tests completed by each student in the experimental and control group during Experiments 1 and 2. As shown in Fig. 5, for the high, medium, and low achievement groups, the average scores of the experimental group were higher than those of the control group by 5.48, 22.85, and 12.89 points, respectively.

The results indicated that the OOP syntax correction system that incorporated variation theory was most useful to the medium achievement group, followed by the low achievement group, and was slightly helpful to the high achievement group. Subsequently, interviews were administered to the students to examine their opinions about the Internet learning system. The students indicated that the provided feedback information about error positions and programming error types helped them effectively correct their programming errors when they already possessed a basic understanding of the errors. For example, a student from the control group said “I feel that feedback information about error positions and error types are useful for debugging programs because if most errors are of the same type, we can rapidly use the same method to correct these errors.”

6.2 The influence of the variation-theory corrective feedback on the students

In this section, we explored how the generation, contrast, separation, and fusion models influenced the students. Most students reported that the variation-theory corrective feedback was useful for programming. The survey response results and interview content are further discussed as follows:

**The influence of the generation model:** The generation model enumerated numerous examples related to programming errors to help the students identify the errors in their programs. Table 3 displays the related survey results. Approximately half of the students (57.5%, 47.5%, and 50%) agreed that the feedback information provided by the generation model was useful; the remaining students (42.5%, 52.5%, and 50%) had no comments or disagreed. The reason may be that the feedback information provided by the generation model assisted the students in correcting simple programming errors but was not useful for solving complex problems. For example, a student from the experimental group said “I think that feedback information can help solve simple problems such as identifying a missing semicolon.”

**The influence of the contrast model:** The contrast model informed the students of programming errors and how to correct the errors; therefore, they could compare incorrect programs and correct programs to clarify their programming syntax concepts. Table 4 shows the related survey results. Most students agreed that the feedback information provided by the contrast model was useful. Particularly, 90% of the students agreed the item that “the feedback information provided by the contrast model helped them understand why programming errors had occurred;” of all the items, the highest proportion of the students agreed with this item. In addition, 72.5% of the students reported that the feedback information provided by the contrast model helped them clarify programming syntax concepts. A student from the experimental group said “I think that the online system was useful; it provided feedback to help me cor-
rect errors; accordingly, I could clearly know where programming errors had occurred.”

The influence of the separation model: The separation model provided examples of correct programs to help the students resolve their programming errors. In other words, the students compared the correct programs provided by the separation model and their own incorrect programs to understand how to write correct programming syntax. According to the results of this study, most students (70% and 65%) agreed that the feedback information provided by the separation model was useful and that it helped them understand correct programming syntax and analyse programming errors. Some students indicated that the feedback information provided by the separation model was extremely useful for helping them solve complex programming problems. For example, a student from the experimental group said “by comparing the correct examples with my own programs, I solved complex problems; I encountered a problem where a void function returned a value; I could not solve this problem only by viewing incorrect examples.”

The influence of the fusion model: The fusion model provided feedback information containing both correct and incorrect examples. By highlighting the characteristics of the correct examples and the incorrect examples in the same situation, the fusion model helped students fully understand programming syntax. According to the survey results, 65% of the students reported that the feedback information provided by the fusion model helped them fully understand programming syntax errors and conduct correction to the errors; 57.5% of the students reported that the fusion model helped them analyse programming errors. The students indicated that the feedback information provided by the fusion model was useful. A student from the experimental group said “using an example to show correct and incorrect source codes was useful to me.” Another student from the experimental group said “simultaneously presenting incorrect and correct examples helped me understand my mistakes.”

7 Conclusion

This study explored the effectiveness of the proposed variation-theory and OOP-syntax-correction integration system. The results confirmed that regarding students’ learning performance, the syntax correction system that incorporated variation theory was superior to the syntax correction system that did not incorporate variation theory. Therefore, the application of variation theory to OOP-syntax-correction learning helped the student participants write OOP programs and solve programming problems related to programming syntax, semantics, and statements.

According to the survey results and interview content, how the feedback information provided at various levels helped the students is described as follows:

1. If students understand how certain errors occur and how the errors can be corrected, then error positions and types are useful feedback information for helping the students correct their programming errors rapidly.

2. The feedback information about syntax correction provided by the generation model can help students solve simple programming problems.
3. The feedback information about syntax correction provided by the separation model can help students solve complex programming problems and correct complex programming errors.

4. The contrast model provides the most useful feedback information about how to correct programming errors.

5. The fusion model provides an example containing both incorrect and correct source codes, which can help students correct their programming errors.

Because of limited resources, this study only explored how variation theory could be applied in OOP syntax correction learning. Subsequent studies are suggested to explore how the application of variation theory to syntax correction learning influences and helps students at low, medium, or high achievement levels, and how the relevant applications assist students of heterogeneous competency levels.
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