Abstract—The final year project (FYP) is considered a capstone in information technology (IT) programmes and involves the development of a software product. Currently, students are using the traditional software development life cycle approach to manage their FYPs. However, this approach can cause many difficulties. This paper proposes an alternative software development model for managing the FYP in IT and IT-related degree programmes of study. First, a benchmark exercise was undertaken to compare the software developed for business purposes with that developed for educational purposes, which took into account the ten project management knowledge areas. The result of this exercise indicated that the differences that exist between business and educational software necessitate the development of a new software development model that is specifically tailored to the development of educational software. Therefore, capability maturity model integration (CMMI) was modified to generate a new version of CMMI—named educational CMMI—which could be used to evaluate educational software projects and detailed mathematical descriptions of the proposed model were composed. As conclusions, the proposed model was then assessed by students’ results and by questionnaire feedback, the results of which showed that the proposed model was both useful and applicable for its intended target users and context.
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1 Introduction and Motivation

Software is about developing not manufacturing [1]. This is a very famous statement in the software engineering community, which reflects the special nature of software. Moreover, it is recognized that developing software requires art skills in addition to scientific skills. This special nature of software means that software engineering differs from other engineering fields in terms of the required inputs and tools. Hence, traditional project management methodologies are not suitable for software projects and there is therefore a need for dedicated software project methodologies. These software project methodologies are also known as software development meth-
odologies, system development methodologies, the software development life cycle (SDLC) or the software development process.

A software development methodology can be defined as “a splitting of software development work into distinct phases (or stages) containing activities with the intent of better planning and management” [2]. Currently, the common and traditional software development methodologies are waterfall, prototyping, iterative and incremental development, spiral development, rapid application development and extreme programming methodologies as well as various types of agile methodology [3]. The main aim of all of these software development methodologies is to produce high-quality software products. These methodologies comprise a set of processes that are designed to work rigidly and sequentially. This strong hierarchical approach is intended to guarantee a high level of control over software projects [4]. Software developers seek to have high control over their projects in order to produce high-quality software products. Meanwhile, from the business perspective, high-quality software is important because it can best satisfy customer needs.

On the other hand, there is another type of software development, which is the development of software for educational purposes. University students enrolled on programmes of study in IT and computer science are required to take a compulsory subject called the graduate project [5]. To fulfill the requirements for passing this undergraduate project, students must develop a software program. Hence, the purpose of this software is completely different from that of other traditional software. In short, the intention of the undergraduate software project is to achieve pedagogical and educational outcomes.

Based on the above discussion, there are two different targets when developing software:

i. Commercial or business

ii. Educational purposes

However, despite these two completely different targets, the project development methodologies are the same. The lack of a specific software project methodology for educational purposes causes many difficulties for students, such as not having access to the correct guidance that should be provided by a development methodology. Therefore, in section two of this paper, the problem of this lack of a specific software development methodology for educational purposes is discussed in depth.

In this paper, for the reader’s convenience, we have labelled software that has been developed for business purposes as ‘business software’ and software that has been developed with an educational purpose in mind as ‘educational software’. We have also labelled the graduation project or software capstone project which is a compulsory component of an undergraduate (bachelor’s) degree in computer science, software engineering and IT as the final year project (FYP).

In this paper, there is a tailored methodology that has been followed to complete the requested work. In other words, we have designed our own methodology to develop and prove the proposed model. The tailored methodology consists of:
• Conducting a benchmarking exercise based on ten project management knowledge areas, to compare the business software against educational software. The output of this step has emphasized the necessity of developing new educational software development model.

• Adjusting CMMI to generate a new version of CMMI which is educational CMMI. The output of this step is the proposed model.

• Conducting experiments to evaluate the proposed model. The output of this is direct assessment of the proposed model.

• Collecting and analyzing students’ feedback regarding the proposed model. The output of this is indirect assessment of the proposed model.

The remainder of this paper is structured as follows: Section two presents a comparison of business and educational software, which is based on the ten project management knowledge areas. This section highlights the critical need for a new software project methodology that is tailored specifically for software projects for educational purposes. Next, section three reviews the related works and describes the research gap. Then, section four provides a detailed description of the proposed model for educational software development. After that, section five presents the implementation of the proposed model. Finally, section six discusses the outcomes of this study and draws some conclusions.

2 Comparison of Business Software and Educational Software

According to [6-10], a number of difficulties are encountered when using standard software development methodologies in the field of education. These include difficulty in applying self-directed learning, difficulty in finding a project task that engages all participants equally and difficulty in preparing some learning tasks (e.g., interpersonal and structural) for the project task. From this finding by [6], it can be concluded that there is a critical need for a new software model for managing the FYP in IT and IT-related programmes of study.

To highlight the differences between business and educational software, we compared these two types of software according to the ten project management knowledge areas defined by the Project Management Institution [11]. According to [12], any development of software could be considered as a project. Therefore, these project management knowledge areas were selected as the benchmark criteria for this comparison. In Table 1 below, each knowledge area in [11] is described from the business software and educational software perspectives. These descriptions provide suitable measurable conceptualizations by which to make the comparison.
Table 1. Differences between Business Software and Educational Software

<table>
<thead>
<tr>
<th>#</th>
<th>Comparison criteria</th>
<th>Business software</th>
<th>Educational software</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Project Integration Management: Purpose</td>
<td>To satisfy stakeholders’ requirements</td>
<td>To satisfy learning objectives</td>
</tr>
<tr>
<td>2</td>
<td>Project Scope Management: Software Requirement Specification (SRS)</td>
<td>The SRS should be realistic and extracted from real stakeholders’ requirements and should be approved by stakeholders</td>
<td>The SRS represents a sample of real requirements and should be approved by the academic supervisor</td>
</tr>
<tr>
<td>3</td>
<td>Project Time Management: Time commitment</td>
<td>Has acceptable flexibility</td>
<td>Does not have flexibility</td>
</tr>
<tr>
<td>4</td>
<td>Project Cost Management: Cost commitment</td>
<td>Restricted in terms of the planned cost. Receives the highest level of attention</td>
<td>Flexible in terms of the planned cost. Does not receive the highest level of attention</td>
</tr>
<tr>
<td>5</td>
<td>Project Quality Management: Quality commitment</td>
<td>Measured according to business quality metrics</td>
<td>Measured according to academic quality metrics</td>
</tr>
<tr>
<td>6</td>
<td>Project Human Resources Management: Evaluation of the role of each member in the team</td>
<td>Is not considered as a success factor in a project evaluation</td>
<td>Is considered as an important success factor in a project evaluation</td>
</tr>
<tr>
<td>7</td>
<td>Project Communications Management: Commutation plan</td>
<td>Related to satisfying specific milestones</td>
<td>Related to the academic plan</td>
</tr>
<tr>
<td>8</td>
<td>Project Risk Management: Testing</td>
<td>Is a crucial and significance factor in acceptance of the software</td>
<td>Is not a crucial factor</td>
</tr>
<tr>
<td>9</td>
<td>Project Procurement Management: Procurement of software and hardware</td>
<td>Critical and needs careful planning</td>
<td>Done mainly by the academic supervisor</td>
</tr>
<tr>
<td>10</td>
<td>Project Stakeholder Management: Documentation</td>
<td>Process documentation for internal usage, or user manual</td>
<td>An academic document in the form of a thesis</td>
</tr>
</tbody>
</table>

Each of the above comparison criteria is discussed in detail below:

- **Purpose**: This criterion refers to the final aim of the developed software. Business software is aimed at satisfying stakeholders’ requirements, the achievement of which should be reflected positively in financial profit to the company. On the other hand, educational software is targeted at three issues: providing students with technical knowledge, providing students with practical experience and evaluating students’ knowledge. Thus, business and educational software have completely different purposes.

- **Software Requirement Specification (SRS)**: In business software development, the SRS must be realistic and should therefore be extracted from stakeholders’ actual requirements and needs. This element of the development process is regarded as having the highest importance. In the case of educational software, the content of the SRS mimics the problem domain rather than truly reflecting an actual case. Although it is important to try to present a realistic SRS, representation of the problem is usually adequate. However, oftentimes, students waste much of their limited time in focusing on this stage of the process.

- **Time commitment**: Although the amount of time needed to develop a software solution for a real client should be mentioned in the contract for any business software, there is still a degree of flexibility in the overall time frame due to the im-
portance of the finished product achieving stakeholder satisfaction. On the other hand, educational software is restricted by a definitive time frame because the developed software must be submitted for evaluation at a predefined point in time in the programme of study – regardless of the level of progress achieved – in order that it can be assessed and graded by the examiner/examining body for its contribution to the overall degree. Hence, it is clear that business software has acceptable flexibility in regards to time commitment, whereas educational software does not.

- **Cost commitment**: The main target of developing business software is to achieve a profit. Therefore, the costs involved in development are necessarily restricted. Indeed, cost is the most important consideration in business software development. In contrast, educational software is targeting academic benefits and is therefore very flexible in respect of the cost.

- **Quality commitment**: The quality of business software is measured according to standard business quality metrics, which are entirely different from the metrics used to assess FYP software.

- **Evaluation of the role of each member in the team**: This criterion refers to measuring the individual contribution of each member of the development team toward the total effort exerted in the software development process. In the case of business software, the distribution of roles between the team members is an internal issue that is considered only internally within the project management. The distribution of roles among the teams in business software development never appears to be discussed or evaluated as a software project success factor. On the other hand, in the case of educational software, the distribution of the roles among the members of the student team and the evaluation of the contribution of each member are both very important factors in the project evaluation process.

- **Commuation plan**: This criterion relates to moving from one phase of the development process to the next phase: In the context of business software development, the moving from one phase to another is controlled by some specific predetermined milestones. Meanwhile, in the case of educational software, moving from one phase to another is related to the academic plan and semester timetabling. The discussion time that has been defined by the academic plan is a sharp time for ending the educational software. Nevertheless, in business software, the development process cannot be finished until the customer accepts the software.

- **Testing**: In business software, testing is a crucial and significant issue. The final acceptance of a software solution mainly depends on the user acceptance test in which all the stakeholders’ requirements should be considered and validated. In the educational software development process, testing should be implemented but it is not a condition for acceptance. Rather, testing is considered as an academic issue.

- **Procurement of software and hardware**: In the business software domain, procurement of original software and high-quality hardware is vital for a project’s success. On the other hand, in the educational software domain, free and open source software is preferable due to cost constraints. In fact, the majority of students avoid purchasing expensive hardware and prefer instead to depend on simulators.
• **Documentation:** In the case of business software, there are two types of documentation: 1) documentation for internal usage inside the developer company, which is confidential and 2) documentation for the users, or a user manual, which describes how to use the software product. In the case of educational software, the only documentation is a scientific text in form of a thesis which is aimed at fulfilling academic requirements.

The above discussion clearly indicates that there are key differences between business and educational software. Hence it is obvious that the current software development methodologies are not sufficient to provide students with the necessary guidance on how to develop educational software and that the traditional methodologies fall short in some areas, particularly:

• Evaluating educational software based on educational objectives and functional requirements
• Evaluating teamwork by evaluating the role of each member in a team

Thus, it can be concluded that there is a pressing need for a new software development methodology that is designed specifically to guide the development of educational software. Therefore, in this paper, we propose a new software development methodology that provides guidance for students and contains an evaluation process that considers both the educational objectives and the role of each member in the team.

### 3 Literature Review

This section summarizes the strengths and weaknesses of the related works and thereby highlights the research gap and the contribution that this paper intends to make to address that gap. Generally speaking, the FYP can be considered as both an educational course and a software project [13, 14]. Hence some of the related works deal with the FYP as an educational course, whereas others view it as a software project. Therefore, in the following, the related works are classified into two groups based on the nature of the proposed model, i.e., whether it addresses the FYP as an educational course or as a software project. To collect the related works, we have used Google Scholar as the main source and used the search string “(Final Year Project, capstone, or final course) and (IT, software engineering, computer science, or computing)”.

#### 3.1 Models that address the FYP as an educational course

Benton and Radziwill [15] developed an agile learning framework based on three concepts: 1) the coevolution of the students and teachers, 2) self-management and 3) continuous improvement. In spite of the relevance of the idea, its applicability in developing educational software is not clear, i.e., the steps involved in developing a software solution are not mentioned. Rodríguez et al. [16] proposed software engi-
neering teaching model based on the scrum and which they reinforced with agile coaching. The proposed technique was compared to the rational unified process and validated using the capability maturity model integration (CMMI) framework. Validation by CMMI proved that through this model students were able to achieve higher coverage of software engineering practices. Although the Rodríguez et al. [16] model was developed to support teaching software engineering, details of its impact in terms of implementing the FYP are lacking. More recently, Fonseca and Gómez [17] presented their experience in teaching software engineering by using both problem-based learning and an agile software engineering methodology. Fonseca and Gómez [17] used real software projects as course topics. The real software projects were divided into parts and distributed to cover the course topics. Nevertheless, in their model, the evaluation of teamwork and the achievement of educational objectives are not considered.

On the other hand, Kennedy and Vossen [18] developed a scoring rubrics method for assessing teamwork in software engineering projects. They used the split-join invariance approach to split the overall team score into single student scores. Then those student scores were joined by using aggregation and averaging functions to calculate the result. However, the obvious drawback of this method is that it ignores the individual contributions of the students. In contrast, in this paper, the proposed model considers both teamwork and the individual contributions of students. Ciupe et al. [19] presented evidence on the applicability and implication of agile methodologies in education through conducting a systematic mapping study. However, they do not mention how they would overcome the difficulties of applying agile methodology in IT FYPs.

Mkpojiogu and Hussain [20] proved the applicability and usefulness of using analytical rubrics in assessing student performance in the field of software requirements engineering education. They used a four-point Likert-type rating scale to evaluate the attributes of each artefact. Although their method was successful in evaluating the whole job through evaluating each task, the evaluation of the individual effort made by each team member is not considered. Furthermore, the authors do not focus on how to manage the FYP. Yang and Yu [21] proved that dividing a software engineering class into teams of students and providing them with task-driven cases and projects could enhance the learning process. However, the measuring of the role of each individual in the teamwork task is neglected in this work as well.

3.2 Models that address the FYP as a software project

Barrella and Watson [22], Mkpojiogu and Hussain [20], and Alcarria et al. [23] proved the benefits of using rubrics in engineering projects. However, both studies lack a complete methodology. Venkataraman et al. [24] proposed 40 metrics to measure quality in IT FYPs. These metrics categorized into nine groups: software requirements, planning, design, programming practices, testing, configuration management, quality assurance and technology change management. While these metrics could help instructors to evaluate the quality of IT FYPs, they cannot be used as a software development methodology. In addition, [24] do not provide for the evaluation of
teamwork. Marques et al. [25] proposed a formative monitoring method involving reflexive weekly monitoring for use in the software engineering FYP. This monitoring method was found to improve the student learning experience. However, the study neglects to evaluate the learning objectives.

Yilmaz, et al. [26] suggested a continuous feedback and delivery mechanism for managing the life cycle of the FYP. This mechanism divides the FYP into 15 weeks, and the task for each week is identified. While beneficial, we believe that this mechanism needs to be more flexible to cope with a reality. Moreover, it does not link the FYP to education objectives. Majanoja and Vasankari [27] presented some of their reflections on the software engineering FYP and came up with five main recommendations, which were to: 1) clarify the goals of the capstone project experience, 2) highlight the importance of student commitment to the project and the team, 3) give more focus to technical studies, 4) facilitate interaction between the capstone teams and 5) provide assistant teachers and technical support. We considered these recommendations when developing our proposed model and more details on how we dealt with these recommendations can be found in section six of this paper.

Chowdhury et al. [28] investigated collaborative personality traits in undergraduate software engineering teams. They measured the roles of individuals engaged in teamwork by using metrics that reflected the activities of members in the project management online tool, Slack.com. However, the measurement of each individual’s role was limited to their communication activities, which thus limited the usefulness of the measurement. Therefore, in this paper we introduce a new method for measuring the role of each individual in the whole project by classifying tasks into either individual or group tasks. Vasankari and Majanoja [29] described a framework for organizing IT capstone projects in computer science and software engineering. This framework provides students with step-by-step guidance to complete the FYP but it lacks an evaluation mechanism.

In light of the above discussion, which highlighted some of the key strengths and weaknesses of the models and frameworks proposed in the related works, we aimed to develop a software development methodology for the FYP that considered the two-fold nature of the FYP and to overcome the identified drawbacks of the existing methodologies. Firstly, by considering the FYP as an educational course, in our proposed methodology we decided to measure the success of the FYP by its ability to achieve its learning objectives. Secondly, by considering the FYP as a software project, in our proposed methodology, we decided that it was also important to provide step-by-step guidance for students to assist them in developing a successful FYP.

4 Structure and Evaluation of the Proposed Model

This section discusses in detail the structure of our proposed model for evaluating the FYP in IT programmes of study at the undergraduate level. The model combined of two methodologies: rubrics and CMMI [30]. In the current context, a rubric can be defined as “a scoring guide used to evaluate the quality of students’ constructed responses” [31]. In this paper, we used CMMI as the scoring guide for evaluating the
FYP. In the following section, first the structure of our proposed model is described and then the evaluation mechanism incorporated into our proposed model is elaborated.

4.1 Structure of the proposed model

The proposed model breaks down the FYP into groups of phases, and each phase contains a number of tasks. These tasks are classified into individual tasks or group tasks. Individual tasks are executed by only one student, whereas group tasks are executed by team work (definition 1), hence the FYP can be described as a group of tasks. A phase in the FYP could be considered as a virtual container for a group of tasks and illustrates a milestone that proving completion of its tasks. A phase is completed if and only if all of its tasks are completed (definition 2). The next phase cannot be started until the previous phase is finished, i.e., the relationship between the phases is “finish to start” (definition 3). The final result of the FYP is a summation of the results of its respective phases (definition 4), while the final results of a phase is a summation of the results of its respective tasks (definition 5). Like any regular course, the FYP contains a selected set of learning objectives. These FYP learning objectives are distributed within a number of FYP tasks according to predefined percentages, and the student must achieve certain percentage scores to succeed in the project (definition 6). Hence, a project task must satisfy the set of FYP objectives in order to be considered a complete task. This means that the end of a task is achieved by satisfying its objectives by attaining a predefined acceptable percentage (definition 7).

Table 2 shows a detailed example of a FYP that explains the distribution of objectives among the tasks and phases. In this example, the FYP consists of two phases. Phase 1 consists of three tasks: task11, task12 and task13, where task11 and task13 are group tasks and task12 is an individual task. Phase 2 consists of two tasks: task21, which is a group task, and task22 which is an individual task. This FYP has five objectives that must be achieved to successfully complete the FYP. As an instance from Table 2, Task11 is designed to achieve 50% of the first objective and 20% of the third objective with percentages 20, 50 and 30, respectively. Note that each objective must be 100% satisfactory regardless of its distribution among the tasks.

The formal definitions of the structure for the proposed model are presented below:

Definition 1: ∀ FYP, Ph, T: FYP{Ph1{T1,…,Tn},….,Phn{T1,…,Tn}}, T {\(i\) \(g\)}

Definition 2: ∀ Ph, T: complete (Ti) ∧ Ti ∈ Phi ⇒ complete (Phi)

Definition 3: ∀ Ph: complete (Phi) ⇒ start (Phi+1).

Definition 4: ∀ FYP, Ph: \(\sum\) Ph ∧ Ph ∈ FYP ⇒ result (FYP).

Definition 5: ∀ Ph, T: \(\sum\) T ∧ T ∈ Ph ⇒ result (Ph).

Definition 6: ∀ FYP, OBJ, T: ⇒ OBJFYP {obj1,…,objn} ∧ T(obj[P]) ∧ obj ∈ OBJFYP ∧ T ∈ FYP.

Definition 7: ∀ T, OBJ: T {objx(P),…,objn (P)} ∧ satisfy(T, obj) ⇒ complete(T), where FYP denotes final year project, Ph denotes phase, T denotes task, Ti denotes individual task, T(g) denotes group task and P denotes percentage. The terms
complete () and start () are predicates that return true or false. The terms result () and satisfy () are functions that return specific values.

Table 2. Example of Allocation of Task Objectives in a Final Year Project

<table>
<thead>
<tr>
<th>Phase of FYP</th>
<th>Task</th>
<th>Objective</th>
<th>Percentage</th>
</tr>
</thead>
<tbody>
<tr>
<td>Phase 1</td>
<td>T₁₁(g)</td>
<td>Obj 1; Obj 3</td>
<td>50%; 20%</td>
</tr>
<tr>
<td></td>
<td>T₁₂(i)</td>
<td>Obj 2; Obj 1</td>
<td>30%; 20%</td>
</tr>
<tr>
<td></td>
<td>T₁₃(g)</td>
<td>Obj 4; Obj 3</td>
<td>100%; 50%</td>
</tr>
<tr>
<td>Phase 2</td>
<td>T₂₁(g)</td>
<td>Obj 1; Obj 5</td>
<td>30%; 70%</td>
</tr>
<tr>
<td></td>
<td>T₂₂(i)</td>
<td>Obj 2; Obj 3; Obj 5</td>
<td>70%; 30%; 30%</td>
</tr>
</tbody>
</table>

The FYP in the Table 2 example has five tasks: three tasks in phase 1 and two tasks in phase 2. Thus, students should achieve five learning objectives by doing the FYP. Those five learning objectives are distributed among the five tasks. For instance, learning objective 1 is distributed among two tasks in phase 1 and one task in phase 2. In summary, the structure of our proposed model consists of three steps: define the FYP phases, divide each phase into groups of tasks, and distribute the learning objectives within the tasks by specific percentages. Table 3 describes the steps of our proposed model and output of each step.

Table 3. Describes the steps of our proposed model and output of each step

<table>
<thead>
<tr>
<th>#</th>
<th>Step</th>
<th>Output</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Define the FYP phases</td>
<td>Number of phases with cost and schedule definition for each phase</td>
</tr>
<tr>
<td>2</td>
<td>Divide each phase into groups of tasks</td>
<td>Description of a FYP in terms of tasks that facilities the management of a FYP</td>
</tr>
<tr>
<td>3</td>
<td>Distribute the learning objectives within the tasks by specific percentages</td>
<td>Description of how the learning objectives could be achieved in a FYP</td>
</tr>
</tbody>
</table>

4.2 The evaluation process in the proposed model

Evaluation is the most significant part of any academic activity because it reflects what students have gained from the activity. Hence, the learning objectives were considered as the main evaluation target in our proposed model. As stated above, a FYP should satisfy a specific set of learning objects that are distributed among the FYP tasks. We used a rubrics technique as the evaluation mechanism so that each task could be evaluated individually. As mentioned earlier, a rubric can be defined as a set of criteria for grading assignments. The criteria that we chose for this model were adopted from CMMI, which is composed of five levels. In the following, we justify why the rubric and CMMI approaches were used in our proposed model.

Firstly, Dawson [32], Panadero et al. [33] and Fraile [34] demonstrated that rubrics are useful techniques that assist students to improve their academic output by providing them with redirection and further possibilities that are arrived via a process of self-assessment. These possibilities back to students’ knowledge about the assessment which allows self-corrections to be made before a final assessment. Secondly, CMMI
is a well-established model that is used to evaluate software development companies based on their performance in previous projects. Chen et al. [35], Siju and Patel [36], Chari and Agrawal [37], and Cerdeiral and Santos [38] discussed and presented the advantages of using CMMI in software projects. However, no work (to the best of our knowledge) has used CMMI to measure academic projects. Although CMMI has been extended from measuring the quality of software companies to measuring the quality of software projects, both of these versions of the CMMI have the same structure without any modifications. However, as indicated in section two, the differences between business and educational software projects require that CMMI should be modified to cope with educational software projects. The next subsection provides an overview of the structure of CMMI. This is followed by a brief description of the changes that were made to create a modified CMMI, which we named educational CMMI.

**Overview of capability maturity model integration:** The five levels of CMMI are as follows:

- **Level 1: Initial:** The development of software in this phase could be described as chaotic. In other words, there is no standard process to follow during the development process.
- **Level 2: Managed:** In this level, the requirements are managed by a standard technique. However, the standard might be different from process to process.
- **Level 3: Defined:** This level provides more technical details about processes than the second level.
- **Level 4: Quantitatively Managed:** In this level, quantitative objectives, statistical methods for ensuring quality and process performance are established and used as criteria in managing processes.
- **Level 5: Optimizing:** This final level involves continually improving process performance through both incremental and innovative technological improvements.

**Educational CMMI:** In this paper, we propose using CMMI to evaluate FYP tasks. Therefore, it was crucial to adapt CMMI so that it would be suitable for application to the FYP. The modification process took place after a brainstorming workshop that included software engineering instructors and FYP supervisors. Due to the limitation of space, a description of the details of the modification process is beyond the scope of this paper. However, in short, two fundamental changes were made. First, the CMMI was reduced to four levels from five in order to create educational CMMI. In traditional CMMI, level five is an advanced level that is usually achieved by well-established IT companies. Hence it was judged that this level could be omitted without affecting the academic evaluation process. Second, the focus of each level was changed to correspond more closely with the educational project context. Primarily, CMMI was modified so that each task could be evaluated individually. The four levels of the proposed educational CMMI are outlined below:

- **Level 1: Initial:** At this level, students complete their task without using a predefined plan. For instance, suppose the task is writing specific code, here the students should write their code without following any standard. There are many standards
or best practices for writing code, such as standards for writing variables or standards for writing methods.

- Level 2: Managed: At this level, students should prepare preliminary requirements before starting a task. For instance, before starting a test task, preliminary test cases should have been prepared to manage the test task.

- Level 3: Defined: At this level, students should provide technical documentation that describes the task after they have completed it. For instance, suppose the task is to design an entity relationship diagram, here the students should provide a detailed technical description of each entity.

- Level 4: Quantitatively Managed: At this level, students should validate their completed task. Validation can be accomplished through applied test cases, or from feedback received from other students.

Table 4 illustrates how educational CMMI can be used for evaluating FYP by applying it to a unified example in which the task is to design a use case diagram.

<table>
<thead>
<tr>
<th>Level</th>
<th>Definition</th>
<th>Example</th>
</tr>
</thead>
<tbody>
<tr>
<td>Level 1: Initial</td>
<td>Lack of defined plan</td>
<td>Design a use case diagram before defining the main actors, or defining the scope of a system</td>
</tr>
<tr>
<td>Level 2: Managed</td>
<td>Existence of preliminary requirements</td>
<td>Define the roles and scope of each actor before designing the use case diagram</td>
</tr>
<tr>
<td>Level 3: Defined</td>
<td>Existence of technical documentation</td>
<td>Provide a scenario that fully describes the use case diagram</td>
</tr>
<tr>
<td>Level 4: Quantitatively Managed</td>
<td>Providing testing after completing a task</td>
<td>Test the use case diagram by running an example</td>
</tr>
</tbody>
</table>

In the next section, a description of the execution of our proposed model is presented.

5 Implementation of the Proposed Model

The proposed model was implemented as an experiment in the Faculty of Computers and Information Technology, where the thirty FYP were chosen as test cases for the model. Each project was assigned in two sections, first section is managed by one of tradition software development methodologies and second section is managed by our proposed model. On other words, there are thirty projects; each project is handled by two groups of students. First group is used our proposed model and another group is used one of the traditional software development methodologies. Hence, the total number of FYP involved in the experiments is sixty FYPs. Each one of the test-cases FYPs consisted of three undergraduate students. The total number of students that are involved in this experiment are 180 students. The purpose of conducting this experiment is to evaluate the performance of the proposed model by running a comparison between FYPs that are managed by our proposed model against the FYPs that are
managed by traditional SDLC models. The results of this comparison are discussed in section six.

In the following, evaluation of students’ work has been presented. One of our test case FYPs has been selected as case study to explain the evaluation process. Table 5 presents a mathematical description of two phases and their respective tasks of a selected FYP.

<table>
<thead>
<tr>
<th>Table 5. General Description of the Selected Phases and Their Tasks</th>
</tr>
</thead>
<tbody>
<tr>
<td>Phase 1 {T₁₁(g), T₁₂(i), T₁₃(g)}</td>
</tr>
<tr>
<td>Phase 2 {T₂₁(g), T₂₂(i)}</td>
</tr>
<tr>
<td>Where: Tₙₘ(x) means T represents task, n represents phase number, m represents task number, and where</td>
</tr>
<tr>
<td>x {i, g}, i is for the individual and g is for the group</td>
</tr>
</tbody>
</table>

As shown in Table 5, phase 1 of a FYP consisted of three tasks, where the first and third tasks are group tasks and the second task is an individual task. Phase 2 contained two tasks, where the first task is a group task and the second task is an individual task. Each task was evaluated by educational CMMI, which means that the FYP was rated from 1 to 4; with 1 being the lowest score. In the following, the values of the above two phases and their respective tasks are presented in more detail.

Phase 1 consisted of performing an “analysis”, which required the completion of task11 “design a flowchart”, task12 “design a data flow diagram” and task13 “write a software requirement specification”. Phase 2 “Design”, consisted of task21 “design a use case diagram” and task22 “design a class diagram”.

The three learning objectives that should be attained by completing these phases and their respective tasks were as follows:

- Learning objective 1: Demonstrate usage of analysis methods
- Learning objective 2: Demonstrate usage of design methods
- Learning objective 3: Demonstrate teamwork skills

The percentage distribution of each of the objectives among the five tasks was as follows:

- Objective 1 is completely satisfied (100%) by achieving 25% in task₁₁ and in task₁₃, and 50% of task₁₂.
- Objective 2 is completely satisfied (100%) by achieving 50% in task₂₁ and in task₂₂.
- Objective 3 is completely satisfied (100%) by achieving 30% in task₁₁, 30% task₁₃, and 40% task₂₁.

Equations (1), (2) and (3) describe the satisfaction of objectives 1, 2 and 3, respectively:

\[
Obj₁ (100\%) = \{Task _{11}(25\%), Task _{12}(25\%), Task _{13}(50\%)\} \quad (1)
\]

\[
Obj₂ (100\%) = \{Task _{21}(50\%), Task _{22}(50\%)\} \quad (2)
\]
\[ \text{Obj}_3 (100\%) = \{\text{Task}_{11}(30\%), \text{Task}_{13}(30\%), \text{Task}_{21}(40\%)\} \] (3)

In our proposed model, teamwork was measured through the evaluation of the group tasks. In other words, teamwork was evaluated by summation of all the group tasks. The reason that we decided to define the teamwork evaluation as the summation of all the group tasks is because the nature of the group tasks should reflect the efforts made by all the team members. Therefore, a group task was evaluated by using the average of the summation of the evaluations of all the students in the group. Definition 8 shows the equation used for evaluating group tasks:

Definition 8: \( \forall \text{ Stu}, \text{Tg}: \text{Avg} \left( \sum \text{result} (\text{Stu}, \text{Tg}) \right) \Rightarrow \text{result}(\text{Tg}) \)

Where Stu denotes student, Tg denotes group task, eva() is a function that returns the evaluation of a student in a group task, Avg() is a function that returns the average of the summation of the evaluations of all the students in the group, and result() is a function that returns the evolution of the group task.

Table 6 shows the evaluation values for the tasks of one of our test-case FYPs. These values were obtained according to the description of educational CMMI.

<table>
<thead>
<tr>
<th>Phase</th>
<th>Task</th>
<th>Stu1</th>
<th>Stu2</th>
<th>Stu3</th>
</tr>
</thead>
<tbody>
<tr>
<td>Phase 1 (Analysis)</td>
<td>T11(g) Design a flowchart</td>
<td>3</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>T12(i) Design a data flow diagram</td>
<td>3</td>
<td>2</td>
<td>2</td>
</tr>
<tr>
<td></td>
<td>T13(g) Write a software requirement specification</td>
<td>2.3</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Phase 2 (Design)</td>
<td>T21(g) Design a use case diagram</td>
<td>3</td>
<td>3</td>
<td>2</td>
</tr>
<tr>
<td></td>
<td>T22(i) Design a class diagram</td>
<td>3</td>
<td>2</td>
<td>2</td>
</tr>
</tbody>
</table>

From Table 6, it can be seen that students were able to achieve four, three, or two marks for each task. A mark for each task was awarded based on the following criteria:

- Four marks: Where a student satisfied preliminary requirements, provided a technical description, and provided validation, they were awarded four marks for the task. Validation could be implemented by creating a scenario, for example, or running case.
- Three marks: Where a student satisfied preliminary requirements and provided a technical description, they were given three marks.
- Two marks: Where a student was only able to satisfy preliminary requirements, they were awarded two marks.

The final values for the group tasks were taken as the average of the individual students’ marks. We adopted this calculation methodology as we considered that taking the average as the value of the group task would reinforce the collaboration between
students, which would in turn lead to strengthening the teamwork skills of each member of the group.

In the next section, the evaluation of our proposed model is presented and discussed and some concluding remarks are made.

6 Discussion and Conclusion

The applicability of our proposal model has been evaluated by experiment that involved sixty FYP. Each FYP implemented by group of three students.

As has been mentioned in section five, each FYP project was assigned to two groups. The first group managed the FYP by using our proposed model, whereas the second group managed the FYP by using the traditional SDLC. The two groups were asked to complete an online questionnaire in order to gain their feedback on the two methodologies. The questionnaire contained the following statements:

1. Working on this FYP improved my teamwork skills.
2. Working on this FYP improved my technical skills.
3. Working on this FYP taught me how to manage projects tasks.
4. Working on this FYP taught me how to control a project.
5. Working on this FYP helped me to understand learning outcomes.

The students were asked to respond to the statements on a Likert-type rating scale ranging (1: strongly disagree, 2: disagree, 3: don’t know, 4: agree, 5: strongly agree). Figure 1 shows the feedback received from the two groups of students, where group 1 was the group that completed the FYP by using our proposed model and group 2 completed the FYP by using the traditional SDLC. It is obvious from the figure that group 1 was more satisfied with the model they had used as compared to group 2, particularly in regards to statements 1, 3, 4, and 5.

![Fig. 1. Feedback from the two groups of students.](http://www.i-jet.org)
The students’ feedback therefore indicated that our proposed model was successful from the students’ perspective. With regards to the feedback received for statement 2, which was equal between the two groups, this indicated that our proposed model did not support the students in improving their technical skills. This may be due to the absence of a special task that focused on technical skills. This could be addressed by including a task such as prepare a software tool or test the implementation environment. Hence, this feedback provides room for further research.

Also, the students in group 1 were asked an additional question: What difficulty did you have in using development model? The answers they gave were: 1) finding suitable time for all members, 2) variation in technical skills, and 3) personnel conflicts. The answers given to this question drew our attention to the importance of defining the factors for team selection, and this represents one direction we will follow in our future work.

The other key finding of the comparison between the two groups was that the first group achieved higher marks than the second group in the final mark awarded for the FYP. Figure 2 shows the comparison of results average between the two groups. Evaluation of our proposed model has been achieved by direct and indirect assessment. Direct assessment is obtained from final results of the experiment FYPs, and indirect assessment is obtained by questionnaire’s results.

According to this direct and indirect assessment, it can be stated that our proposed model could be more successful in managing educational FYP than traditional SDLC.

On the other hand, it is plausible that our proposed model could provide a deeper analysis of student performance than the SDLC methodology by, for example, using it to examine the relationship between a student’s effort as an individual and as a group member. This will therefore be a second direction that we will follow in our future work.

![Fig. 2. The comparison of results average between the two groups.](image-url)
In conclusion, the contribution of this paper is threefold. The first contribution being highlighting the differences between business and educational software, and that these differences necessitated the development of a new model tailored specifically to educational software. The second contribution was our modification of CMMI to produce educational CMMI, which was then used as part of a rubric for evaluating students’ academic output. The third contribution was the proposed new model for managing the FYP in undergraduate IT and IT-related programmes of study. This proposed model was evaluated by academic results and by student feedback and the results showed that the proposed model was able to achieve its targeted outcomes. From previous discussion the contribution could be summarized as:

- Proving the inappropriateness of the software development methodologies which are used currently in developing FYP.
- Modifying CMMI to be used for educational measurements. One of the biggest pedagogical challenges in FYP is measuring the effort, or contribution of individual in a teamwork task. Our proposed educational CMMI could handle this challenge.
- Proposed new model for developing educational software.

As future work, we are planning to apply the proposed educational software development model in IT postgraduate studies.

7 Acknowledgement

The authors are thankful to the Deanship of Scientific Research (DSR), the University of Tabuk, Saudi Arabia, for financial support under the grant number S-0084-1439

8 References


9 Authors

Abdelrahman Osman Elfaki is member of Information Technology Department, Faculty of Computers and Information Technology at University of Tabuk.

Zaid Bassfar is associate professor at Information Technology Department, Faculty of Computers and Information Technology at University of Tabuk. Currently, Dr. Zaid is a dean of Deanship of Admission and Registration at University of Tabuk. zbassfar@ut.edu.sa

Article submitted 2020-05-03. Resubmitted 2020-06-25. Final acceptance 2020-07-07. Final version published as submitted by the authors