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Abstract—In this work, we investigate an optimal assessment strategy to 

measure student learning in the first-year undergraduate engineering course at 

W Booth School of Engineering Practice and Technology at McMaster. Specif-

ically, we evaluate and compare challenge-based and competency-based as-

sessment strategies. In the challenge-based approach, the students are required 

to design a C++-based application that meet the required design objectives. The 

competency-based assessment involves assessing learning by asking a variety 

of pointed questions pertaining to a single or a small group of concepts. After 

studying the performance of 207 students, we found that in the challenge-based 

assessment, due to the complex nature of the questions that assess numerous 

concepts simultaneously, students who are not very thorough with even one or 

two concepts fared very poorly since they were unable to finish the challenge 

and present a functional prototype of the program. On the other hand, the com-

petency-based assessment allowed for a more balanced approach in which the 

students’ learning was reflected more accurately by their performance in the 

various assessments. 
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1 Introduction 

Software is integral to numerous applications in this world. In almost every engi-

neering program offered in any university, there is at least one foundational course 

that focuses on the basic principles of programming. There are numerous program-

ming languages available for this purpose, and the choice is usually based on the utili-

ty of the programming language in the other courses that the students have to take as 

part of their curriculum, towards their degree.  

Teaching computer programming has evolved through the decades [1,2]. The chal-

lenge in teaching a programming course at an introductory level can be attributed to a 

variety of reasons, namely, student characteristics and aptitude for programming, the 

pedagogical techniques applied to teach the course, and the nature of the program-

ming language itself [3-5]. For example, some students prefer to learn in groups 

whereas other prefer working along and are more comfortable with self-study [6]. A 
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major reason for a poor performance or a high student dropout rate in a programming 

course is their lack of aptitude and interest towards the subject [3,7]. Also, it is now 

well known that traditional teaching approaches in which instructors use most of the 

course time in teaching syntax of the programming is not an optimal pedagogical 

strategy. Instead, there should be more focus on problem solving skills, employing 

more student-centric pedagogies that include more collaboration [4,7]. 

A literature review will show numerous pedagogical techniques are available to 

teach a course, namely, problem based learning [8-10], small group and co-operative 

learning [11,12], active learning [13-16], undergraduate research-based learning [17-

19], challenge-based learning [20] and inquiry-based learning [21]. For a program-

ming course, a blended-learning approach that includes a combination of lectures, 

individual and group activities, self-paced activities, and opportunities to discuss and 

debate ideas, is an effective pedagogical strategy [22,23]. Alammary has presented a 

detailed review of the blended learning approach that has been used to teach introduc-

tory programming courses [3].  

In this work, we use a blended learning approach to teach an introductory course in 

programming in C++. The course is taught to students at the Level 1 of the under-

graduate engineering programs at McMaster University’s W Booth School of Engi-

neering Practice and Technology (SEPT). Specifically, in our pedagogical approach, 

we integrate the key benefits of all three influences of learning theory, namely, behav-

ioral, cognitive, and constructivist philosophies. Behaviorism was used to provide an 

instructor-controlled environment for setting the expectations and ensuring that the 

deliverables are met in a timely manner. Theories of constructivism and cognition 

were employed to ensure that the learning environment is enriched with adequate 

opportunities to engage with peers and instructor to discuss and deliberate upon their 

ideas and designs. This in turn helps create sound mental construction of the concepts.  

Assessing the learning appropriately, that is the focus of this study, is critical to en-

sure that the students have learnt the material and are well prepared for future courses. 

The main motivation behind this investigation is the fact that at present there are two 

assessment approaches being advocated at SEPT. The first is the challenge-based 

assessment in which students are required to design fairly sophisticated C++-based 

applications that involve several concepts. The functionality and features of the result-

ing application will be a direct measure of the learning, and testimony to the employ-

ability of future graduates. Advocates of this assessment method point to its ad-

vantage of of being able to measure the students’ understanding of several concepts, 

and their ability to integrate and apply several concepts to design an application. The 

other approach to measure student learning is via competency-based assessments. In 

this, the student learning is measured via a variety of questions or short programming 

problems that measure specific competencies with respect to the individual concepts 

or a collection of 2-3 concepts. Advocates of this method stress that we could measure 

knowledge, understanding, coding, debugging, and tracing abilities uniquely, giving 

us a precise measure of the students’ learning. In this study, we evaluate both assess-

ment techniques and present our findings for the reader to choose an optimal approach 

that is suited for their cohort. 
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The rest of the study is organized as follows: Section 2 outlines the materials and 

methods used in this study. In this, we describe the course design, procedure for de-

livery of the course content, and the assessments. The results and discussions are 

presented in Section 3 were we layout the outcomes of the two assessment techniques 

and describe the major findings. The conclusions from these findings are drawn in 

Section 4 that summarizes the outcome of this study.  

2 Materials and Methods 

SEPT at McMaster offers registration in three undergraduate engineering technolo-

gy programs, namely, Automotive and Vehicle Engineering Technology, Automation 

Engineering Technology, and Biotechnology. As part of their curriculum, students 

enrolled in the 4-year undergraduate engineering programs offered at the SEPT are 

required to complete programming course in C++. C++ is included in the curriculum 

because it is an object-oriented programming language that can serve students in the 

different streams in the upper year courses. Specifically, it is used to program micro-

processors and IC’s to carryout signal processing tasks, simulate system processes and 

faults, and to calculate stress on mechanical parts. Additionally, it can also be used as 

a high-level programming platform to design and develop software applications. Due 

to the importance and application of C++ concepts in the curriculum in the upper 

years, it is offered to all first-year students in the Fall semester. The objective of this 

course is to teach the basic concepts in programming and develop critical thinking and 

problem-solving skills by applying scientific and quantitative reasoning to solve sci-

ence and engineering related problems. Every student registered in Automotive and 

Vehicle Engineering Technology or Automation Engineering Technology program is 

required to successfully complete the introductory course in C++ before taking other 

advanced courses in the areas of object-oriented programming, computational model-

ling, and numerical linear algebra. 

2.1 Course design 

This course introduces students to fundamental programming concepts and meth-

odologies for creating C++ programs. It is taught as the first programming course, 

assuming no prior knowledge of any programming language. Students learn to design, 

create, debug, and run a variety of C++ programs. Topics covered in this course in-

clude: data types, conditional and loop structures, standard input/output, file in-

put/output, functions, arrays, cstring and pointers.  
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The course was delivered and designed to realize the following learning outcomes:  

1. Understand the different data types in C++, select and apply appropriate data types 

and identifier names for the different applications. 

2. Construct and use functions. Write correct function prototypes, definitions, and 

calls to the functions. Select the appropriate method to pass values or references. 

Differentiate between void and valued functions. Identify the scope of automatic, 

static and global variables.  

3. Use appropriate input/output methods for different data types and formats. 

4. Understand and apply the decision structures, i.e., if, if-else and switch statements.  

5. Understand and apply the appropriate looping mechanisms, i.e., for, while, and do-

while loops, in applications. 

6. Declare, initialize, and manipulate one-dimensional and two-dimensional arrays. 

Use arrays as function parameters. 

2.2 Procedure 

The course is delivered for a duration of 13 weeks in a computer lab. Since a com-

puter lab can accommodate a maximum of 40 to 50 students, the course was offered 

through multiple sections, and students could enroll in any section of the course de-

pending upon their schedule. Thus, each section had a random mix of students from 

the three programs.  

As mentioned in the Introduction section, principles of behaviorism, constructiv-

ism, and cognition were used to deliver the concepts to the students. Behaviorism: 

The instructor outlines the learning objectives to be accomplished, expectations from 

the students, activities inside as well as outside the classroom and the associated as-

sessments for evaluating students’ learning. Cognition: To ensure that student creativ-

ity is not lost in an instructor-controlled environment, we ensure that the aspects of 

behaviorism is only used to initiate the students and maintain the coherence of the 

group to meet the learning objectives in a timely manner. After setting the stage, the 

students are involved in a variety of exercises such as live coding in an individual and 

group setting, group discussions to debug codes, observe coding techniques via live 

examples from the instructor etc. Thus, with the problem-solving sessions, the stu-

dents can acquire, infer, develop and evaluate new knowledge by investigating the 

problem and the applicable solution strategies themselves. By engaging with the peers 

in doing these activities, the multitude of mental processes will enable cement the 

concepts in the minds [24,25]. Constructivism: The problem-solving sessions also 

enable a continuous active learning setup in which the students collaborate with peers 

and produce meaningful solutions. This exercise involves discussions, sharing prob-

lems and solutions, and participation in self-reflection. Collective these acts foster 

construction of personal interpretations and helps students assign meaning to the 

knowledge they have gained from this experience [24-26].  

More precisely, in this course, the class met twice a week for a duration of two 

hours per meeting. Students learnt basic programming concepts during the first class 

of each week. In this, the instructor introduced a new programming concept(s),  
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provided illustrative examples, and engaged in short in-class activities in which the 

class collectively applied the concepts to develop a program to solve a scientific or 

engineering related problem. Thus, the live coding exercises was a key pedagogical 

approach of the course, involving significant amount of interaction between the in-

structor and the students, creating an interactive active learning environment.  

The second class of the week was designed to promote learning by practice. In this 

class, students solved 2 to 3 science and engineering related programming exercises. 

Specifically, such problem-solving sessions involved creating a C++ application for 

some real-world problems using the concepts taught in the previous lectures. For this, 

the instructor set the stage by explaining these exercises at the beginning of class, 

laying out the expectations from the students, and the assessment rubric. Subsequently 

students were allowed to engage in discussions with each other as well as the instruc-

tor to develop solutions to these problems. This interactive problem-solving session 

required the students to engage in three processes [27]: 1. Inferring new information 

that is not directly provided in the question. 2. Evolving the current knowledge and 

applying a set of concepts to solve the problem, and 3. Evaluating the solution via test 

cases. Thus, such sessions helped them acquire, infer, develop, and evaluate new 

knowledge via explorative and investigative approaches. The multitude of mental 

processes involved in this activity helps cement the concepts in the minds of the stu-

dents [24]. Students were given adequate time to submit the solutions, creating an 

opportunity for them to pursue the discussions and learning outside the class. 

2.3 Assessments 

Both informal and formal assessments were used to evaluate the performance of 

the students. Informal assessments were made by engaging the students in the live 

coding exercises. Students’ participation and responses were used to understand the 

overall learning in the classroom. This allowed for corrective measures and calibra-

tions to the lecture content to ensure a better delivery of the concepts. This may in-

clude reviewing the concepts, providing additional examples, as well as providing 

additional content for review outside the class. In the formal assessments, students 

were expected to complete 7 lab exercises, and 3 assignments to master the concepts 

taught throughout the semester. They also appeared for two term tests, and a compre-

hensive final exam, to measure the student learning in the course. 

Labs were based on weekly topics covered in lectures and worth 10% of the total 

grade. These labs contained 2-3 programming questions that require designing a pro-

gram with 1-2 concepts that were taught in the previous class. Assignments were 

given in the weeks 4, 8 and 12, prior to each term test and the final exam. The as-

signments are collectively worth 10% of the total course grade. These assignments 

contained 2-3 programming exercises and involved problems that were more chal-

lenging than the lab exercises. Each problem requires a set of concepts to be collec-

tively employed to design the solution. The labs and assignments were aimed at pre-

paring the students for the term tests and the final exam. 

Term tests and final exams were used to conduct a more elaborate assessment of 

the learning outcomes. In this course, the term tests were administered in the 5th and 

iJET ‒ Vol. 16, No. 13, 2021 21



Paper—Challenge-Based and Competency-Based Assessments in an Undergraduate Programming Course 

9th week of the course, each for a duration of two hours. Both term tests were closed 

book exams and were collectively worth 45% of the total grade. The 2 ½ hour final 

exam scheduled by the registrar’s office was also a closed book exam, and was worth 

35% of the total grade. The major focus of this work is to determine an effective ap-

proach to make these high stakes assessment. Specifically, two approaches were in-

vestigated in this study, namely, a challenge-based exams and a competency-based 

exams. These are described below. 

Challenge-based exam: In Cohort-A that appeared for challenge-based term tests 

and the final exam, students developed applications using Microsoft Visual Studio 

during the assessment. More precisely, in each term test they developed two applica-

tion problems which check the understanding of selected topics. In Term test-1 the 

assessment was over datatypes, standard I/O, conditional structures, and loop struc-

tures, whereas in Term test-2 we assessed functions and pointers. Similarly, they 

developed three applications in the final exam, that collectively assess them on all the 

topics covered in the course. Thus, the applications developed by the students are to 

directly demonstrate their understanding of the concepts and generate a functional 

applications, and indirectly measure their ability to trace and debug the code. 

Competency-based exam: The competency-based exams given to Cohort-B cov-

ered the same topics as previous challenge-based exams. This was also a closed book 

closed notes exam and students did not have access to computers. As an important 

variation from the challenge-based format, the assessment objectives were decoupled. 

More precisely, the concepts were assessed through a much larger variety of shorter 

questions. Each question tested either a single concept or a combination of two or 

three concepts. To do this, the competency-based exam was split into the following 

four sections: 

1. Knowledge and Understanding: This section of the exam checks the students’ un-

derstanding of concepts in different topics of the course. It contained 8-10 short 

questions requiring a written response for each question. 

2. Trace the Code: This section had about 4-5 questions in which the student deter-

mines the output of a given code. Thus, this section checks the students’ ability fol-

low and interpret the logic in a code. Note that this skill was not explicitly tested in 

the challenge-based exams.  

3. Debugging: In this section, consisting of about 2-3 questions, students were re-

quired to correct an erroneous C++ program which contains syntax errors, logical 

errors, or both. This section tests the ability to debug a C++ program without using 

a computer, demonstrating proficiency in the syntax and logical thinking.  

4. Coding: This section tests their ability to develop a C++ program. Students were 

given some instructions and they were asked to write a C++ code. A total of 4-6 

short coding problems were given, with moderate levels of difficulty in comparison 

to the challenge-based exams’ application problems that were more comprehensive 

in nature. 
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Table 1.  Average scores of students in each assessment, and the final course grade. All values 

are in %. Values in the parentheses indicate the median scores. 

Assessment Mode Test 1 Test 2 Final Exam Final Grade 

Challenge-based 80 (87) 65 (68) 58 (54) 68 (70) 

Competency-based 68 (68) 62 (64) 73 (75) 71 (71) 

3 Results and Discussion 

The study was conducted with a total of 207 students. 80 students from this group 

appeared for the challenge-based assessments and the rest appeared for the competen-

cy-based assessments. The content taught to all the students were identical, and the 

students performed the same labs and assignments in preparing for these exams. 

The performance of the students in the two cohorts are summarized in Table 1. As 

seen in this table, in the cohort that took the challenge-based assessments, the perfor-

mance of the students continuously deteriorated from Term test 1 to the final exam. 

On the other hand, the performance of the students appearing for the competency-

based assessments had reasonably moderate fluctuations through the course.  

This trend in the results can be explained as follows: In the challenge-based testing, 

the problems get increasingly complex as the term progresses. Hence, being the easi-

est, we see a good performance of the students in the first test. As we move to Term 

test 2 and the final exam, the performance of the students drops since the level of 

difficulty increases due to the complexity of the topics. It must be noted that the high-

er level of difficulty is largely due to the fact that in the challenge-based exams, when 

students are required to solve just 2-3 application problems, the questions are de-

signed to assess them on an array of topics in a given question.  

On the other hand, in the competency-based testing, the student performance re-

mains fairly consistent across the different assessments. The first term test focuses on 

the preliminary concepts that are relatively easy whereas the second term test focuses 

on more advanced concepts. Hence, it is natural for the average scores to decrease. 

However, we notice that unlike the challenge-based testing, in the competency-based 

format, the student performance is down only by about 6% and one could argue that 

this not statistically very significant. The final exam is comprehensive and focuses on 

all topics and the students are largely comfortable with the contents of the material. 

Hence, they perform very well in the final exam, rebounding to an average score of 

73%. 

As seen in Table 1, the overall course grade is not very different between the two 

formats. However, it must be noted that the 68% average in the challenge-based test-

ing is largely due to the very high score of 80% in the first Term test. To obtain more 

clarity on this seemingly insignificant difference of 2% in the final course grade 

across the two testing formats, we investigated at the distribution of the grades in the 

two cohorts (Figure 1). As seen in Figure 1, in the cohort appearing for the challenge-

based assessments, 59% of the students get an A grade in Term test 1 and this per-

centage shrinks to 26% by the final assessment, i.e., the final exam. Further, with the 

complexity of the course increasing through the term, the number of students failing 
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the assessment increases from 9% in Term test 1 to an alarming 42% in the final ex-

am. The overall failure rate in the course is large at 15%. Also, about 26% of the stu-

dents pass the course with a grade of D, indicating that they are not appear to be very 

well prepared for the future courses that require strong programming skills.  

 

Fig. 1. Distribution of the grades in the three assessments administered to the  

two cohorts. Cohort-A appeared for the challenge-based assessments,  

and Cohort-B appeared for the competency-based assessments.  

All the numbers are in % 

On the other hand, in the competency-based exams, the number of students getting 

an A grade increases from 22% in the Term test 1 to about 41% in the final exam. The 

percentage of students failing the second Term test is very high at approximately 25% 

in both formats. However, the positive effects of the constructivist theory employed 

through the course is better reflected in the competency-based testing where we ob-

serve a sharp decline in the failure rate of the students (6%). As mentioned before, in 

the challenge-based tests, students are required to design 2-3 applications and in each 

applications the students are assessed on numerous concepts. As a result, when the 

students are unable to demonstrate the concept, it reflects on the entire application, 

and the resulting design of the application is very poor, resulting in a low score. Much 

worse, the stress induced due to a non-functional application creeps into the design of 

the other questions as well, and the student is unable to adequately demonstrate all the 

learning. On the other hand, in the competency-based format, we are able to distinctly 

examine the student for various competencies through a large variety of questions. As 

a result of this decoupling and assessment of various competencies through several 

distinct and focused questions, if the students are not good at one or two concepts, it 

can be uniquely identified, and it does not reflect on the other questions. With this, the 
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outcome is that the number of students failing the course in the competency-based 

format is nearly half at 7%. In fact, unlike the challenge-based assessments where 

nearly 41% of the class was not doing well (the students getting F and D grades are 

15% and 26%, respectively), this percentage is just 19% (the students getting F and D 

grades are 7% and 12%, respectively) in the competency-based assessments. 

In summary, we observed that challenge-based exams incorporate the assessments 

of various skill sets and course learning outcomes, but they do not fully capture the 

learning of an individual student, especially in the final exam. A major issue is that 

students who are struggling with even just one or two concepts are unable to design a 

functional applications. As a result, the students often feel defeated and submit in-

complete solutions for evaluation. The competency-based format overcomes this 

challenge by spreading the assessment of various competencies across a large variety 

of questions. The students who are missing just a few concepts are still able to 

demonstrate their learning of other concepts that are independently tested through 

other questions.  

Two other issues that is prevalent in challenge-based assessment are: (1) The 

scheduling of exams is dependent on the availability of the computer labs and poses a 

major constraint on design of exam timetable. Often, this means that the students 

appear for this exam at the end of the examination period when they are mentally 

exhausted after appearing for exams of other courses. While we do not have a direct 

evidence, we believe this is also an important contributor to the poor performance of 

the students in the final exam. On the other hand, with the competency-based format, 

exams are easily schedule since there are no constraints on examination environment. 

(2) Malfunctioning of a computer during an exam in the challenge-based assessment 

poses a major hurdle. While this is more of an exception than a norm, this results in 

an enormous stress on the student who often has to retake the exam, significantly 

impacting the performance of the student in that assessment. Further, in such circum-

stances, to account for the disruption, the student needs to be accommodated with 

extra time to complete the assessment. This stretches the examination duration for the 

student that is not ideal. On the other hand, the competency-based exams are devoid 

of such technical issues.  

4 Summary and Conclusion 

In this work, we examine two assessment formats in a Level-1 undergraduate engi-

neering course on C++ programming. The first format is a challenge-based assess-

ment in which over three exams, the students are required to design a set of C++-

based applications. In this, each application is intended to evaluate their learning of 

several concepts simultaneously. The second format is competency-based exams in 

which over the three exams, the competencies are tested through a much larger variety 

of shorter questions. Each question tests either a single concept or a combination of 2-

3 concepts. The study was conducted with a total of 207 students, 80 of whom ap-

peared for the challenge-based assessments and the rest appeared for the competency-

based assessments.  

The performance of the students, as reflected in the two Term tests and a compre-

hensive final exam, deteriorated with the challenge-based exams. Approximately 40% 
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of the students failed in the final exam in this format (c.f. Figure 1). In the competen-

cy-based exams, the performance of the students remained fairly consistent with just 

6% of the students failing the final exam. While the overall course average was nearly 

the same in the two formats (c.f. Table 1), we found that the performance of students 

appearing for the challenge-based exams very significantly poor compared to the 

competency-based exams. Nearly 14% of the students failed the course and an addi-

tional 26% received a grade of D. indicating that they are probably not well prepared 

for the upper-level courses. On the other hand, in the competency-based exams, only 

7% of the students failed the course and about 12% students passed the course with a 

grade of D.  

A major disadvantage of challenge-based testing is that due to the complex nature 

of the questions, deliberately designed to assess several concepts in a single applica-

tion, a student who is not well prepared with even one or two concepts will find the 

exam very challenging. In such cases, students often submit incomplete and dysfunc-

tional applications that adversely impact their grade. Other disadvantages with the 

challenge-based assessments include scheduling hurdles due to the constraint of re-

quiring a computer lab environment, and potential technical problems during the as-

sessment period in the form of abrupt shut down of a computer, a non-responsive 

computer etc. that will negatively impact the students’ performance. On the other 

hand, in the competency-based format, the student learning is evaluated by decou-

pling and assessing a concept of two almost distinctly, covering all the concepts via 

an variety of questions. This format also has short programming questions that can 

test the students’ ability to combine 2-3 concepts to design a small program. As a 

result, if a student lacks a sound understanding of one or two concepts, they are 

uniquely identified, without impacting the evaluation of the other concepts that hap-

pen via other questions. Put differently, we can assess the student learning in a more 

comprehensive and fair manner. Also, this format is devoid of challenges such as 

scheduling constraints or technical disruptions that we face in challenge-based testing. 
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